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1. Цель работы

Закрепить на практике знания о методе ветвей и границ решения задач целочисленного программирования и получить навыки его программной реализации.

1. Задание

Реализовать метод ветвей и границ решения задачи целочисленного программирования.

1. Описание метода

В основе метода ветвей и границ лежит идея последовательного разбиения множества допустимых решений на подмножества. На каждом шаге метода элементы разбиения подвергаются проверке для выяснения, содержит данное подмножество оптимальное решение или нет. Проверка осуществляется посредством вычисления оценки снизу для целевой функции на данном подмножестве. Если оценка снизу не меньше рекорда – наилучшего из найденных решений, то подмножество может быть отброшено. Проверяемое подмножество может быть отброшено еще и в том случае, когда в нем удается найти наилучшее решение. Если значение целевой функции на найденном решении меньше рекорда, то происходит смена рекорда. По окончанию работы алгоритма рекорд является результатом его работы.

1. Листинг программы

import math

import copy

# Ввод данных

def input\_data():

v\_num\_in = int(input("Введите количество переменных: \n"))

l\_num\_in = int(input("Введите количество ограничений: \n"))

f\_in = [0] \* v\_num\_in

f\_raw = input(f"Введите коэффициенты целевой функции F(x) ({v\_num\_in} числ. через пробел): \n").split()

f\_in = list(map(float, f\_raw))

ok = 0

while ok == 0:

f\_type\_in = int(input(("Введите тип функции:\n"

"1. max\n"

"2. min\n")))

if(f\_type\_in == 1 or f\_type\_in == 2):

ok = 1

limits\_a\_in = [[0] \* v\_num\_in] \* l\_num\_in

limits\_b\_in = [0] \* l\_num\_in

limits\_type\_in = [1] \* l\_num\_in

for i in range(l\_num\_in):

ok = 0

while ok == 0:

limits\_raw = input(f"Ввод ограничений №{i+1} ({v\_num\_in+1} числ. через пробел): \n").split()

if(len(limits\_raw) == v\_num\_in+1):

ok = 1

limits\_tmp = list(map(float, limits\_raw))

limits\_a\_in[i] = limits\_tmp[:-1]

limits\_b\_in[i] = limits\_tmp[-1]

ok = 0

while ok == 0:

l\_type\_in = int(input(("Введите тип ограничения:\n"

"1. >=\n"

"2. <=\n"

"3. =\n")))

if(l\_type\_in == 1 or l\_type\_in == 2 or l\_type\_in == 3):

ok = 1

limits\_type\_in[i] = l\_type\_in

return f\_in, limits\_a\_in, limits\_b\_in, limits\_type\_in, v\_num\_in, l\_num\_in, f\_type\_in

def comp(a, b, ft):

if ft == 1:

return a < b

else:

return a > b

# Симплекс метод

def simplex(s\_f, s\_limits\_a, s\_limits\_b, s\_limits\_type, v\_num, l\_num, f\_type):

f = copy.deepcopy(s\_f)

limits\_a = copy.deepcopy(s\_limits\_a)

limits\_b = copy.deepcopy(s\_limits\_b)

limits\_type = copy.deepcopy(s\_limits\_type)

sv\_num = v\_num

result\_x = [0] \* v\_num

# Приведение к каноническому виду

# 1 >=

# 2 <=

k\_type = 1 if f\_type == 2 else 2

for i, lim in enumerate(limits\_a):

if limits\_type[i] == 1:

limits\_a[i] = list(map(lambda x: -x, lim))

limits\_b[i] = -limits\_b[i]

limits\_type[i] = k\_type

if limits\_type[i] != 3:

for ai, \_ in enumerate(limits\_a):

limits\_a[ai].append(0)

v\_num += 1

limits\_a[i][-1] = 1

f.append(0)

result\_x.append(0)

limits\_b.append(0)

min\_max = min if f\_type == 1 else max

def get\_basis(st = 0):

vbasis = [-1]\*l\_num

bs\_zero = l\_num

cols\_t = list(zip(\*limits\_a))

cols = [list(sb) for sb in cols\_t]

z\_cols\_ids = []

oe\_cols\_ids = []

nz\_cols\_ids = []

for cid, col in enumerate(cols):

z\_f = False

cnt = 0

el\_id = 0

oe\_cnt = 0

oe\_id = 0

nz\_cnt = 0

for i, v in enumerate(col):

if v == 1:

cnt += 1

el\_id = i

oe\_cnt += 1

oe\_id = i

elif v != 0:

cnt = 0

z\_f = True

oe\_cnt += 1

oe\_id = i

if v == 0:

nz\_cnt += 1

if cnt == 1 and z\_f == False:

z\_cols\_ids.append((el\_id, cid))

if oe\_cnt == 1:

oe\_cols\_ids.append((oe\_id, cid))

if nz\_cnt == 0:

nz\_cols\_ids.append(cid)

for lavid, lav in enumerate(limits\_a):

added = 0

for idld, ld in reversed(list(enumerate(lav))):

if ld == 1:

for zv in z\_cols\_ids:

if idld == zv[1]:

vbasis[lavid] = idld

bs\_zero -= 1

added = 1

break

if added == 1:

break

if bs\_zero == 0:

return vbasis

for bsid, bs in enumerate(vbasis):

if bs == -1:

for ldiv, ldata in enumerate(limits\_a[bsid]):

added = 0

for oe in oe\_cols\_ids:

if bsid == oe[0] and ldiv == oe[1]:

vbasis[bsid] = ldiv

bs\_zero -= 1

added = 1

limits\_b[bsid] /= limits\_a[bsid][ldiv]

for ldi, ldd in enumerate(limits\_a[bsid]):

limits\_a[bsid][ldi] /= limits\_a[bsid][ldiv]

break

if added == 1:

break

if bs\_zero == 0:

return vbasis

for bsid, bs in enumerate(vbasis):

if bs == -1:

for nz in nz\_cols\_ids:

if nz not in vbasis:

dtmp = limits\_a[bsid][nz]

limits\_b[bsid] /= dtmp

for ldi, ldd in enumerate(limits\_a[bsid]):

limits\_a[bsid][ldi] /= dtmp

for ltid, ltd in enumerate(limits\_a):

if ltid != bsid:

mdt = ltd[nz]

for ldi, ldd in enumerate(ltd):

limits\_a[ltid][ldi] -= limits\_a[bsid][ldi] \* mdt

limits\_b[ltid] -= limits\_b[bsid] \* mdt

vbasis[bsid] = nz

bs\_zero -= 1

break

return vbasis

def get\_delta(bs):

delta = [0]\*v\_num

limits\_b[-1] = 0

cols\_t = list(zip(\*limits\_a))

cols = [list(sb) for sb in cols\_t]

for did, d in enumerate(delta):

for bid, base in enumerate(bs):

delta[did] += f[base] \* cols[did][bid]

delta[did] -= f[did]

for bid, base in enumerate(bs):

limits\_b[-1] += f[base] \* limits\_b[bid]

limits\_b[-1] -= f[-1]

return delta

def rem\_nfc(bs):

def num\_negative(l):

nn = 0

for lb in l:

if lb < 0:

nn += 1

return nn

rne = False

while rne == False and num\_negative(limits\_b[:-1]) > 0:

nvs = [(i, v) for i, v in enumerate(limits\_b[:-1]) if v < 0]

mrow = max(nvs,key=lambda x: abs(x[1]))[0]

if num\_negative(limits\_a[mrow]) == 0:

rne = True

break

nvs = [(i, v) for i, v in enumerate(limits\_a[mrow]) if v < 0]

mcol = max(nvs,key=lambda x: abs(x[1]))[0]

dtmp = limits\_a[mrow][mcol]

limits\_b[mrow] /= dtmp

for ldi, ldd in enumerate(limits\_a[mrow]):

limits\_a[mrow][ldi] /= dtmp

for ltid, ltd in enumerate(limits\_a):

if ltid != mrow:

mdt = ltd[mcol]

for ldi, ldd in enumerate(ltd):

limits\_a[ltid][ldi] -= limits\_a[mrow][ldi] \* mdt

limits\_b[ltid] -= limits\_b[mrow] \* mdt

bs[mrow] = mcol

return rne, bs

# основной цикл вычислений

fst = 1

while True:

basis = get\_basis(fst)

fst = 0

err, basis = rem\_nfc(basis)

if err:

# Нет решений

return None, 1

dlt = get\_delta(basis)

norm = 0

for v in dlt:

if comp(v, 0, f\_type):

norm += 1

if norm == 0:

break

#разрешающий столбец

rc\_id = min\_max(range(len(dlt)), key=dlt.\_\_getitem\_\_)

rc = []

for i in range(l\_num):

rc.append(limits\_a[i][rc\_id])

bi\_d\_rc = []

for di, (bi, rci) in enumerate(zip(limits\_b[:-1], rc)):

if rci == 0:

continue

q = bi/rci

if q < 0:

continue

if bi == 0 and rci < 0:

continue

bi\_d\_rc.append((di, q))

if len(bi\_d\_rc) == 0:

# Оптимальное решение отсутствует

return None, 2

row, \_ = min(bi\_d\_rc, key=lambda x: x[1])

limits\_b[row] /= limits\_a[row][rc\_id]

limits\_a[row] = list(map(lambda x: x / limits\_a[row][rc\_id], limits\_a[row]))

av = limits\_a[row][rc\_id]

for i, lim in enumerate(limits\_a):

if i != row:

b\_bv = limits\_a[i][rc\_id]

bv = limits\_a[i][rc\_id]

mab = bv/av

for idl, \_ in enumerate(lim):

limits\_a[i][idl] -= limits\_a[row][idl]\*mab

limits\_b[i] -= limits\_b[row]\*(b\_bv/av)

# получение результата

limits\_a.append(dlt)

cols\_t = list(zip(\*limits\_a))

cols = [list(sb) for sb in cols\_t]

nd\_cols\_ids = []

for cid, col in enumerate(cols):

cnt = 0

el\_id = 0

for i, v in enumerate(col):

if v != 0:

cnt += 1

el\_id = i

if cnt == 1:

nd\_cols\_ids.append((el\_id, cid))

nd\_cols\_ids.sort()

for col in nd\_cols\_ids:

result\_x[col[1]] = limits\_b[col[0]]/limits\_a[col[0]][col[1]]

f\_val = limits\_b[-1]

return result\_x[:sv\_num], f\_val

fc\_funcs = [(math.floor, 2), (math.ceil, 1)]

pres = 6

# Метод ветвей и границ

def BaB\_method(b\_f, b\_lts\_a, b\_limits\_b, b\_limits\_type, v\_num, l\_num, f\_type, b\_fin\_res, ti = 0, tj = 0, m = "", tbx = 0):

f = copy.deepcopy(b\_f)

limits\_a = copy.deepcopy(b\_lts\_a)

limits\_b = copy.deepcopy(b\_limits\_b)

limits\_type = copy.deepcopy(b\_limits\_type)

fin\_res = None

if b\_fin\_res != None:

fin\_res = copy.deepcopy(b\_fin\_res)

res, f\_res = simplex(f, limits\_a, limits\_b, limits\_type, v\_num, l\_num, f\_type)

if res != None:

td = " ".join(list(map(lambda x: str(round(x, 3)), res)))

tpr = '{}'.format('\t'\*tbx)

print(f"{tpr}L{ti}-{tj}: [{m}] {td} F= {round(f\_res, 3)}")

if res == None:

tpr = '{}'.format('\t'\*tbx)

print(f"{tpr}L{ti}-{tj}: [{m}] Нет решений")

return fin\_res

if all([float(round(x, pres)).is\_integer() for x in res]) == True:

if fin\_res != None:

if comp(fin\_res[1], f\_res, f\_type):

fin\_res = [res, f\_res]

else:

fin\_res = [res, f\_res]

for ir, r in enumerate(res):

if not float(round(r, pres)).is\_integer():

it = 0

for func in fc\_funcs:

nv = func[0](r)

lna = copy.deepcopy(limits\_a)

ant = [0]\*v\_num

ant[ir] = 1

lna.append(ant)

lnb = copy.deepcopy(limits\_b)

lnb.append(nv)

lnt = copy.deepcopy(limits\_type)

lnt.append(func[1])

iq = "<="

if func[1] == 1:

iq = ">="

tm = f"X{ir} {iq} {nv}"

fin\_res = BaB\_method(f, lna, lnb, lnt, v\_num, l\_num+1, f\_type, fin\_res, ti+1, tj+it, tm, tbx+1)

it += 1

break

return fin\_res

if \_\_name\_\_ == '\_\_main\_\_':

f\_in, limits\_a\_in, limits\_b\_in, limits\_type\_in, v\_num\_in, l\_num\_in, f\_type\_in = input\_data()

b\_res = BaB\_method(f\_in, limits\_a\_in, limits\_b\_in, limits\_type\_in, v\_num\_in, l\_num\_in, f\_type\_in, None, 0)

if b\_res != None:

print('Ответ:')

print(\*list(map(lambda x: round(x, pres), b\_res[0])))

print(f"F = {round(b\_res[1], pres)}")

1. Экранные формы
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1. Вывод

В ходе выполнения лабораторной работы был изучен метод ветвей и границ для решения задач целочисленного программирования, получены навыки его программной реализации.